Mockito Hands-On Exercises

Exercise 1: Mocking and Stubbing

**File: ExternalApi.java**

public interface ExternalApi {

String getData();

}

**File: MyService.java**

public class MyService {

private ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public String fetchData() {

return api.getData();

}

}

**File: MyServiceTest.java**

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

import static org.junit.jupiter.api.Assertions.\*;

public class MyServiceTest {

@Test

public void testExternalApi() {

ExternalApi mockApi = Mockito.mock(ExternalApi.class);

when(mockApi.getData()).thenReturn("Mock Data");

MyService service = new MyService(mockApi);

String result = service.fetchData();

assertEquals("Mock Data", result);

}

}

**OUTPUT:**

**![](data:image/png;base64,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)**

Exercise 2: Verifying Interactions

**File: ExternalApi.java**

public interface ExternalApi {

String getData();

}

**File: MyService.java**

public class MyService {

private ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public String fetchData() {

return api.getData();

}

}

**File: MyServiceTest.java**

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class MyServiceTest {

@Test

public void testVerifyInteraction() {

ExternalApi mockApi = Mockito.mock(ExternalApi.class);

MyService service = new MyService(mockApi);

service.fetchData();

verify(mockApi).getData();

}

}

**OUTPUT:**
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Exercise 3: Argument Matching

**File: MessageSender.java**

public interface MessageSender {

void sendMessage(String user, String message);

}

**File: NotificationService.java**

public class NotificationService {

private MessageSender sender;

public NotificationService(MessageSender sender) {

this.sender = sender;

}

public void notifyUser(String user, String msg) {

sender.sendMessage(user, msg);

}

}

**File: NotificationServiceTest.java**

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

import static org.mockito.Mockito.\*;

import static org.mockito.ArgumentMatchers.\*;

public class NotificationServiceTest {

@Test

public void testArgumentMatching() {

MessageSender mockSender = Mockito.mock(MessageSender.class);

NotificationService service = new NotificationService(mockSender);

service.notifyUser("Alice", "Hello");

verify(mockSender).sendMessage(eq("Alice"), anyString());

}

}

**OUTPUT:**
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Exercise 4: Handling Void Methods

**File: Logger.java**

public interface Logger {

void log(String message);

}

**File: ActivityTracker.java**

public class ActivityTracker {

private Logger logger;

public ActivityTracker(Logger logger) {

this.logger = logger;

}

public void track(String activity) {

logger.log("Tracking: " + activity);

}

}

**File: ActivityTrackerTest.java**

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

import static org.mockito.Mockito.\*;

public class ActivityTrackerTest {

@Test

public void testVoidMethod() {

Logger mockLogger = Mockito.mock(Logger.class);

ActivityTracker tracker = new ActivityTracker(mockLogger);

tracker.track("Login");

verify(mockLogger).log("Tracking: Login");

}

}

**OUTPUT:**
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Exercise 5: Mocking and Stubbing with Multiple Returns

**File: DataProvider.java**

public interface DataProvider {

String getNext();

}

**File: DataService.java**

public class DataService {

private DataProvider provider;

public DataService(DataProvider provider) {

this.provider = provider;

}

public String[] fetchAll() {

return new String[] {

provider.getNext(),

provider.getNext(),

provider.getNext()

};

}

}

**File: DataServiceTest.java**

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

public class DataServiceTest {

@Test

public void testMultipleReturns() {

DataProvider mockProvider = Mockito.mock(DataProvider.class);

when(mockProvider.getNext())

.thenReturn("One")

.thenReturn("Two")

.thenReturn("Three");

DataService service = new DataService(mockProvider);

String[] result = service.fetchAll();

assertArrayEquals(new String[] {"One", "Two", "Three"}, result);

}

}

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdcAAAB/CAYAAAC9vIj2AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABa3SURBVHhe7dxRaB1V/sDxX9uta0VhWeOLtIEKXqgQCsFWUlBfAn1QsBBSA3H3tRAKwoK4ixJC2LJbBEH+JZBXt4HYEqhQH4S8qNCilUIpWMgfLKShL2ZlobK11tY9vzNn7pw5M3Pv3JuT25v2+4Fpcu+d3Htm5sz5nd8553bbnTt3fhMAABDNdvcTAABEQnAFACAygisAAJERXAEAiIzgCgBAZARXAAAiI7gCABAZwRUAgMgIrgAAREZwBQAgMoIrAACR8X8LY0u4NXdEfr7oHhg73j4nf3zRPejWtx/KDx99KbJ7Up78x7jsck935OZZ+fe7C3LfPdzQe2FrsPXme9l58pT84Vn3HBDYspmrNrY//O2s3HaPH2nawP/piPz4rXvcA7fPHZcf/vSh3HKPN9tTU+fkmX+Z7eRkm0p7UX405+Lf59bc40327Lg8reUy2+Mj7rk+0uvr9KDQHqDfbCC4rsl//mYqtGnIKrc5L9XAI8U2dqYO5AN+Vmd62RGo9OJfkoDdL5mm6yTl7iGz9ayjgAcmvV9iXPOkQ+W9X2k7nHRCs/2Oy39uupdCmqnbfR7+TlpMGwiuu+UP/3DZhG5vv2Kf23nSe26qD7vy6Kl733g39s2Lco840ZYOeaf30JNju+X+0nEC7EMr6XD+fPEVeTxtN01b2u011yD905Jk7bCO9Fw8mQ+wthN3Uu6NvNusZ4+PrMndd8MA6wLwNyN9OSrT7+LNubadh9BKdFzuNuuLBuKSfcM5LNFK9xd5Sn8tvBYom+9K59VSWqGCoK8V0p/PK9tHhfttHzslTx/Z7R6ltEKaiuse5cof0B7mT0trXc8fFsodCN83/bxUvfL71yl8LZQea3Kt7700KduWbshOd/z6+f+VV81zCyKubPYYbgTXzV3nbWXnpeK18NhCuWOtUSeSz/lCdphj33HOO88t5lRLj8XX7nNLj82d88Lntqpnda9Tet6eC+po8ve/eecs2++o3PPvY79cHZ2zsIwV7UEr7nzVbg8K+5ffm4W6FF6nkrYu+5vq+71URbtZfl3aKK0/RvAZ5fXUtc970mNNHt8f8+5T2wHooDwFNa95nfvTanUPPHg9mnPVk+AunOspPTkmxZ6Sqxxibup0v2dO7pFf0l5XOL+lN0+6n27BDawVQi+Snwk8c9CUxRuS1Ep896D3ellPz8gqV7bvYzf/WSy/a5TSfR4f+VJ+Lh1OWZM7Xyc3cC6760A4D5k7TrP5N5iWP7lZs7+RQu/YVVatzM33mZT7/5fOZY3IH93zmlEllTndT7ewYo/ITnP8v9jPuCi3zec/dmREtps//W3N/9yN23UkPefvyg7zWINpVq5z+U5EOhz8r1Oy03u6SHvz5rpLej7Me68tyE9dTHdoPUsauLRM5r1K6lmlPbvzQaJlPev0OtWln6GdJu9cF85Hcs5+ebbVPu3qWU0dtAf2/LvAk76enDO/DUqyyNx9kl6nFvO5aWBN6lxn5/bWN7qg7lX5fS7A6L2i98eXcreD6ZPb33xhOg6vyE4/sOoxLWmgWjPtTHIf3jWXYvtLI7m2Ur49k3SYLl50dSgZmcwF6Q2pd81r3ycagAvvNyJ3u7g3N0tPguvtcwumd2FucK/3sevIX03DZm7Ec97JuHnDVI7dsuOg1+LpDVTaa2nDNEC/mLcuZIWmYfUfa6Oce9183mP6cc1KpkzFvGF+jIzkbpynpvK9rlvmOO+bG/wJryF/aspUDnOTJAHGt1t+/1Ky346DXRxfJ5rnwrvxzXE+YYccz2THeXNNdBgjXx7TUBeyjvqeOviK3P/aNBbfXjQ3Qv78bQm5XrNpkDRY5epGHUljuX3sr159MedVp1IuLlTPdRm35pKeuX9NOqtncen9lHVUtPNkftxYywcec85a7rMJ9ay19Pzn7/XknHltkA0wmk35AdJdJ9NBuF0W6EwjnwbWXAeuFteulHSc5G0tW2ed0F/NeZXde+R37rEetyY1915613Yi75v2NT3323ZnZU0Cmsjjdmrve7nXoj52rdY1r3ufuA5D7t5UZt9uYsUm6UFwdRlaoWE1QXSP+eHfdM/uMQUqG/vvXHkvrp7fPRveJK6sLTONih6hmGNKK3Ygzbbi9Q7LVZ2LXbufM/96N5M57m3mx72PNrrgyHSSzCW3N/CLR2WnfCH/NTfDpnciNkFY5sI5q0M7FmGnUbn6fj94Lz3/6UKTdLQkqyOd17N4dsv2YAjPjp4EQbHtdY5Wz2qy5z8fUBL5wG+zSHlOdgTHKC+OlAe6b5Lhy+4Ca1GSXd+Qx2K0CTazW5DtJgN8+og2XmVcpn5z0rRD3Y5m1FTnmte9T9zajX5vT3oQXJOG1gYm12BkDUeyR5Md5nG9yXfT/bpboVbsxVXR3l2+XGVzd9qI2CE27zhyQ6quZ6YLEfz30lV42Tzzg2HPhR3S88tlNn9ewzI9PzdUmjXwG+3oaIZuzotMyi6vwdjcINBfbq99b/7167TbKuYL0+H9ZEg3yEb7uJ7Vtxn1rJ1ix6Bp7Yb86n5t1Wbk66y5nna4tSxod85O23z9qjwZIcj9mmai5hwX5jOb0qzWdPB7ku21v+a17xNzHXSEs/J69okeBNekR21TeDsuHmyFoSC9CO41O0xRNWfZms0+/ZumlJsHCOZqkkatKJvXSypJbkWf65mFc33N7QEOVySZeDjvlm7hDeitArdzuRsfSbDnbdOG/Ppfku3qcKN/3rOtKktJpk60nnlD931czzoTv551rVYn3Jxzk0Flkuupc73dZ+DZiJid1/fvEdeJ6iRwJ23egvxcCNJJgmPL7+rPvY906Dm/FiEJbiWZezStr3nt+6RixKff9CC4lgz/1qULTyrmAdoFz+RCtVkQ4IaLdox12vBrJXEBttmb7XxYzg4DmZ7ZhofG3A1TNT/T1VCm0pEEdxOEFbnle7qGoVvJMHa3Nnd4tHwBShtdNwamno0lHcwse+3s+Lq69u6+6JkW9ayulu2BHdZNF/T48kPsuj5A1r6QO2EZqoYrDV13kWRj3XUM7GdqQDmS7xRVTmvZOVnN6IoJx66Dr9oGvdCe5crvhsJNQuGPJJkDr5i+2yRl17zufZJ2ELpcCNorPQiupgIdMSexxipLDTZhoKmaB0mDZ+UCjhePllf6bz/MPsNezPxFSlbVFm/CH8PVgm7cP+vNuobQ9ELrfT9t46uFM67B9TMcnz0X2ktsMwJgzk1Y9uQmLxmCcTdCbkFaLfnOVtIoZg2a1oGyYfn60myg9UKhrpjzo1MZHXfGTEOii+S6aoBdPc6ubYf1rM11KnRCda6uMF0QWSf1rKbW7UGyEO3+Un51f7JY7BV5LM3e0vskt4LV3Pt6PkYmK4ZYtaOdTmV1MYVV9pnm/Og9kFuA6GQdz5LEoVnPvHJoMLbzwtkiobQ9/q93rm7N6bRCftFpVHWuee37JF1YGN4D5lr10WrhHn7P1Q3BukepcDVv8pUX90DpkG3FkGKhIS7Zt/B+4QqzoDHR4bYn5J/mfYPvmGklDcb+CyuRVcl+egOWnZe0/KXv07Hi+W17blVwPorBTYeTK+aBgnPX3Nedg9LvqRq2HN737HLlstdwt9y2KybTvy+vO4my8iXf0fPnIP1FJ6XnwWmes5rXsVVnIFzoUrqvX2erzps7z7n366CeVV4n9yhfLn0t+S6rzseln5fso/85QdX9bVSUP7zeqqN6VlPhPYP2oN3ridZ1xypr65rXo+IatFT8zMo2ofk51ecrrN+F8qtC/Sm+X6v7pLhSt72617y4n1F2rdrU6weN/7gfKFMRKACgjp4MCwMA8CghuAIAEBnBFQCAyJhzBQAgMjJXAAAiI7gCABAZwRUAgMgIrgAAREZwBQAgMoIrAACREVwBAIiM4AoAQGQEVwAAIiO4AgAQGcEVAIDICK4AAERGcC2xPDUgAy/Pyap7DABAJwiuAABEtrHgen1ODg2YLC/cppbdDgAAPHqiZK5jC+uyvu62S7PSODNhguwxIcQCAB5F8YeF907JhYUx88uSTJ/yZi0LWe4hmbvuXvMV9isP0nZe1NvvkP9ZTasy97K/X/lnrp465O0zIBNn3AsAAHRhc+ZcG/ul4X5NLMuxP4ssptmt2RaPrsj0gSDYaWA9MC0yc9nLhPfLdDDMrIF14sxY7v1mv5sIAqf5zIFhmR5abO5zeUYKn6nvNTwzFJTNvQgAQBc2J7iuXJEV82Po+cHksYzK/FdTkj5So+/MmgC8Iqc/8zJO+3cNees1b0/NhOdG3QO1KitXzY+j4+ZdM6NzF2Rqr3tgrJ6aNrmzCcDe3w4eX5TZfSaof+CCtQnm0yZLHVuYz70XAAAbET+4avY5uWSC36LMH3bPldnbkCH3a5PNeEsy2pxBaegf6rxu5cKpVTn/iQnvQQBu/u3VFfs1m9XPTptPG5PxVuUEAKBDUYLr0qQ3r3lgWoZ0gVMu2yzOaw4MTJjMMqBZ6vqiCXcaYNP9inOuo3M6xNtIAqx7v/yc64pcuWZ+eK+nG/OpAIDNFiW45lYLmy3MWDWwDs+YHDG3nwbRMqMyn+7jFkZNlATYweMX3Ptcltl9JpzODHsBtiH7zXOaPWef523BEDUAADFtzpxrjhui3Tcr73U6/Hp43gXYq7LSYph46isXYL/Tmd7kOX/4t8rg83an/Hu7eVgAALrVg+DqAt2103I+DWL26zbFYWHNcI997h44y5/qXkPSaC5WWpZj4X9NeP28nL5m8tUXsjXKdsHUtWkZbvUfWhweT4ag0wVO+t66Wnlffq0zAACd6EFw1TlSzSy9edQDV2S2ZFhYh3rHPw3mSK/OyuV1fzXvqMx/LDLh7ZPO8144Hqwy1s8omXfNArh5r+Z/eqGvTcv+S+uy+KZ7GQCALmy7c+fOb+53AAAQQU8yVwAAHiUEVwAAIiO4AgAQGcEVAIDICK4AAERGcAUAIDKCKwAAkRFcAQCIjOAKAEBkBFcAACIjuAIAEBnBFQCAyAiuAABERnAFACAygisAAJERXAEAiIzgCgBAZARXAAAiI7gCABAZwRUAgMgIrgAAREZwBQAgMoIrAACREVwBAIiM4AoAQGQEVwAAIiO4AgAQGcEVAIDICK4AAERGcAUAIDKCKwAAkRFcAQCIjOAKAEBkBFcAACIjuAIAEBnBFQCAyAiuAABERnAFACAygisAAJERXAEAiIzgCgBAZARXAAAiI7gCABAZwRUAgMgIrgAAREZwBQAgMoIrurY8NSADAwNy6NSqewYAoLZscLUN+8tz0nfN+vU5OWQCzrHP3WNsaX1bzwD0tQ0E11WZeznJXCq3qWW3b39aPXWotNx9ExhdoM7KdkjmrrvX+sDo3Lqsr6/LheOD7pnNsPXrWfE6tiv3shxz+1SOCnx+LHi/Y+avitLRheYWfmbhfbKteR90XH4AGwiugzL1VdK42m1hzDzXkNlL3nNzo8mufW1MFtPyuuNYmuyDhkMbvQPTIjOXs7KtL4r8ubwRfXg9LPXM1LQFr8yXZqVxZsIEqZLr+flZWTL1cnamISufnC9kzbZTOGn28N9vfVzO5jLspFMycSao32+cLQ3Y+fdKtvnD7kUnv8+ijFWVH0Avh4XDDKQiCyv0kr2b13tt4ox5fG1ahv19YwzfHZ6Xy6ZRE9Nw5DPYYgblN1LNDMEExBXz2AZob98wG26dUZjP+vuSyL5ZWcxlhRpo5qUYSrJMJ9nCBi953ZY3yFTC7KSs4U0y/Ox6hWVvnem3K5uqs09dW6Se7Z2SC7ajsCTTwTlf/tRc+6PjMvXaW9K4dlrO58q/LCdmTA07uhgEv1GZ/2rK1BDn8xMyfU0DYlBfTP2OM9JgPk87CKb8E2SwQEGPgqs2nsMyPbTY7PlenhGZPhA0fNqohdnapf0ynd682iC55xePmscm+FxO99PNb1w2YPD4rMkbTLP3adZoLE9NiHzsfZZpGFdmhpvBKB0itRmJeRxmAn5DqMHq7Bve62kWEzZS167YQN2SDQQTctU7Z4tHTYNXEqC0vAOT0sxktBOxNOmuwd7X5a19Zp9CprQq5z/RxnxWpvYmz4THWskG8glZMoEgLZvNsPzj7KD87W2teiaN/SXnb1nOmoA+9oYJifaarMjpz0pC+dWVWgH+6v/X2atL5jzN6vk5c7aLawU83HoSXFdPTdthrkVv+G7w+KLMmoZj+gPvtlzRYNKQt17zmi5t6B7UsJ/XgI3OXWgGF+vwe6b8ZcGovcHjF/JZR6GRMhnq+0lWM6GZUovMYPkDkykHGe7o3KI528WMKAkSWSYzqJmROeNXbAQflNffNE19mCldPy+nNQPSxr4jLvvWwJq7fibj8R53VP42tlw9s+UQGXreK4cbEh639WNQGkNhHRuV93RkxWXTZSMNVlo/tUO16XP1V2VlU98f2Hp6EFzTzGc8PzzlGo5cD9z25E1DGGYaPdeQ/aZhas2VP5LGC0EOc3jeZEmXbQOpQ9SFoUsryXIab75uSuNLyr/yXZD3DjXy+7kMLQ30Scaez5RWPzttnkkb+w7UCsodlr+lLVbPNHueTDoffkcrHRJOj2H0DdPJCjo82jmzc57m9yR4lg1Vu7lqO/Ssx5oMaVcF43Aao25ALtRbAFYPgqvJjEwjmwWIbLPzWT7b2GujkTUGG5t/65Yrs88OX7Ypf23hHOOADOs8WoG3mMfNz2kmm82TrpicwWtgm9uwnW/r3KiMmww6y5SSgNWYeS8IWDW47HB/q7Y3avn7v57lAtiBaRnSqYNctuw6G37AOjyelNPPvK1RmXfD1HaNgM1kSwKi7aTpfklHzZ7rkjnj4oKmYKSmQmcdIODR0YPg6rLA3LybtxXmr7JGIwsoPQ6wrtFvZlRujm4lOAY7H9cxDawTshTM49kGshXbSCbZytLfXeO4tyGalDVyK4q9rYthzlymZLPPYPi0LpcdJkPOFaKWv//rWat5eMsOCYedDVNX9LUW85o2k7Xz32VBOJV01NJAfCLtoG3IqqzojbLvLXm9RiAGHiU9CK4lw3J1aUCxDV9xTsf27uss+OmCnQc0TVUaVJKh0YbMvlOjsXcBo3IhiWtAx96PsSimm+HTNuxcXTI0bI+724bTnQd/UVhRzPJvvXoWskPC4eIp3VzwPxslIEbkViQXh/UB9GRB0+g7pletw1YtFuYoXUVb+MqKNjimmW4EDfzg87bp7njRSzv6NRMdRmzMLDaHxZLP8ucik697lA8Lu4Axc6I803ArRPMrkcNhYZPdlgzdJQt2/MDsFj6dmahe2NKxZGHTyicn5MQnKxvoBLiFN4WymWNr1oO45d9K9ayoav7ZsEPDrs7oKErJ8aUdwrQDWHaM+hn2azwmgL/X6Rx6SFeC65xxsBgNQKInwVXSOa6S+TC/AdDhrfFP869PXM2vcG0y2YYOceWG0Lr6/qFbkZv7vOB/HSp81rBceb9qWFiH33T4Nv++zePUc6GZiHcupl+4HAwLj8r8x5L7e92GZ4bs12hyw4madV2aFSnMW3a/WMeuIr62JEvXyhYyefPFhe/05odV7XClOdb8MOdZGfeHe2OWv6/rWRt2RKNqCD6ZC7dDw3qMb5zNlV23pPzZPGnZMeoQs/3KU8lXiYoLmorfX87tM3k1+Y88Yn0tCXjIbLtz585v7ncAABBBbzJXAAAeIQRXAAAiI7gCABAZwRUAgMgIrgAAREZwBQAgMoIrAACREVwBAIiM4AoAQGQEVwAAIiO4AgAQlcj/AGOVTNlC6lI6AAAAAElFTkSuQmCC)**

Exercise 6: Verifying Interaction Order

**File: ReportGenerator.java**

public interface ReportGenerator {

void openReport();

void writeData();

void closeReport();

}

**File: ReportService.java**

public class ReportService {

private ReportGenerator generator;

public ReportService(ReportGenerator generator) {

this.generator = generator;

}

public void generate() {

generator.openReport();

generator.writeData();

generator.closeReport();

}

}

**File: ReportServiceTest.java**

import org.junit.jupiter.api.Test;

import org.mockito.InOrder;

import static org.mockito.Mockito.\*;

public class ReportServiceTest {

@Test

public void testInteractionOrder() {

ReportGenerator mockGen = mock(ReportGenerator.class);

ReportService service = new ReportService(mockGen);

service.generate();

InOrder inOrder = inOrder(mockGen);

inOrder.verify(mockGen).openReport();

inOrder.verify(mockGen).writeData();

inOrder.verify(mockGen).closeReport();

}

}

**OUTPUT:**
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Exercise 7: Handling Void Methods with Exceptions

**File: AlertService.java**

public interface AlertService {

void sendAlert(String message);

}

**File: SecuritySystem.java**

public class SecuritySystem {

private AlertService alertService;

public SecuritySystem(AlertService alertService) {

this.alertService = alertService;

}

public void triggerAlert(String msg) {

alertService.sendAlert(msg);

}

}

**File: SecuritySystemTest.java**

import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.\*;

import static org.mockito.Mockito.\*;

import org.mockito.Mockito;

public class SecuritySystemTest {

@Test

public void testVoidMethodThrowsException() {

AlertService mockAlert = Mockito.mock(AlertService.class);

doThrow(new RuntimeException("Alert failed")).when(mockAlert).sendAlert("INTRUDER");

SecuritySystem system = new SecuritySystem(mockAlert);

assertThrows(RuntimeException.class, () -> system.triggerAlert("INTRUDER"));

verify(mockAlert).sendAlert("INTRUDER");

}

}

**OUTPUT:**
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